**BCA203P- Python Programming**

**Part A Programs:**

**1. Write a python Program to find “Anagram” and “Palindrome”.**

|  |
| --- |
| **Anagram:**A word or phrase made by transposing the letters of another word or phrase.  The word "secure" is an anagram of "rescue."  **Palindrome**: A word, phrase, or sequence that reads the same [backwards](https://www.google.com/search?sca_esv=f063ace4ba00ef26&q=backwards&si=ACC90nytWkp8tIhRuqKAL6XWXX-NJytwPzXFJzxvYyUSZicWZNRhIHxBEceODfF2S8UI6NuFp4ftMioOXCLtepxMZGXlYcgFpC8qOffjMe16hFtcWAD1PE0%3D&expnd=1&sa=X&ved=2ahUKEwj57oDGnICIAxVkumMGHQg7Hm8QyecJegQIIBAZ) as [forwards](https://www.google.com/search?sca_esv=f063ace4ba00ef26&q=forwards&si=ACC90nwZKElgOcNXBU934ENhMNgqQIrbhHkFZIckLeos0SYJMimjItGK0HsR9pZmIaiYDepz3rNbXqNTbun2AYI7Z_ABPpKKBfysST6viPExZltgG7tePBk%3D&expnd=1&sa=X&ved=2ahUKEwj57oDGnICIAxVkumMGHQg7Hm8QyecJegQIIBAa), e.g. [madam](https://www.google.com/search?sca_esv=f063ace4ba00ef26&q=madam&si=ACC90nwXlEU2j3qee_ajN1FbIPWBJq6CrJJYhj_P1GLEWlBujBbNIEvLzrb3xKlCOu8DFxZtz9Eq4iyDrR5v63_I7B2KJJn7ow%3D%3D&expnd=1&sa=X&ved=2ahUKEwj57oDGnICIAxVkumMGHQg7Hm8QyecJegQIIBAb), malayalam. |

**Code:**

def anagram\_check(s1, s2):

if(sorted(s1)== sorted(s2)):

print("The strings are anagrams.")

else:

print("The strings aren't anagrams.")

def palind\_check(p1):

rev\_p=p1[::-1]

if p1==rev\_p:

print("It's a palindrome")

else:

print("It's not a palindrome")

# driver code

print("\*\*\*\*Anagram\*\*\*\*")

s1 =input("Enter string1 : ")

s2 =input("Enter string2 :")

anagram\_check(s1, s2)

print(" ")

#driver code- palindrome

print("\*\*\*\*palindrome\*\*\*\*")

p1=input("Enter string to check palindrome : ")

palind\_check(p1)

**OUTPUT 1:**
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**OUTPUT 2:**
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**2. Write a python program to Demonstrate linear search.**

|  |
| --- |
| **Linear search is a sequential searching algorithm where we start from one end and check every element of the list until the desired element is found. It is the simplest searching algorithm.** |

**Code:**

def linear\_Search(list1, n, key):

for i in range(0, n):

if list1[i] == key:

return i

return -1

print("\_\_\_\_\_\_LINEAR SEARCH\_\_\_\_")

# Input the number of elements

n = int(input("Enter number of elements: "))

# Initialize the list

list1 = []

# Input the elements

print("Enter the elements:")

for i in range(n):

ele = int(input()) # Ensure the elements are integers

list1.append(ele)

print("List elements are:", list1)

# Input the key to be searched

key = int(input("Enter key to be searched: "))

# Get the length of the list

n = len(list1)

# Perform the linear search

res = linear\_Search(list1, n, key)

# Output the result

if res == -1:

print("Element not found")

else:

print("Element found at index:", res)

**OUTPUT 1:**
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**OUTPUT 2:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAT4AAAC9CAYAAAAqaxHyAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABS+SURBVHhe7Z09VuM8F4DFtxag4GQFyQpgGipauqRkmuko09EkJXTTUr3NkBWEFXAoSPbCd68iGdnxj0IckljPc44Gy7KkK1m+1pWjOyefggEASIj/ub8AAMmA4gOA5EDxAUByoPgAIDlQfACQHCg+AEgOFB8AJAeKDwCSA8UHAMnRLcU3M+bkJAgDY5YuyTMbFa7RIOfCtMF0FV/K3/CaXDwMUo9nVHHeUpRPwkDLdcmxTIM2aP6Bq+en5Av7UNNnUu9I8uqFA3fexoPybBzgUNAta13jZfj5OVm4SAWLyednX0IRzdvvy18X/5RyNO5Zy1dIt7hzZXIU89v6SuSoQvMPg+sXIuhPyreWR44nUtbQdZiVL+s8QY6N5AE4JDB1S7i5MWYsM5kmRjpjOjVmPl/FPct/xvTujbm8NuZZjuu4/CP/vK+OY3mT4Gdhp5fr9Xtal08qHcufOykzQ47vpPxHkQPgWEDxlfHLGNELZlphg77+XplvTy5e5N+zMX9UEUjoyXFFMTZheivXiAKK5fROZBNFdOtMSGuKFirYmXwLCRerwzqerr5M3BM57kfkAfhJUHwV6EznWR76MqXQn+gSgTFDF88xk3w9OxGyXMvxQ2F9yyumkzOZTImG3XS2dPkoszipX2X4K0rpTOQM2bd8w5dV/TbIMcChkYTi00X/jRfXRTP8FZP3ocYUfCwxMWf/ieKQqZaf8VzJ8ZOcC/GKaSFK4U1sx01FC1FTd/haXkbr8okiNDJDBDh2mPHVoGalPuiiV2qZDr6Uw39vojD8bMeFiZwrU0yqtFS5XkWsJ3r0q+w0LEympG8ytaublLUmn7wM7mWG6L96W6R+XUvkqy0cFe4jRzfQL4i5R/or+C+N+lVyLd19dQzTsi+ZWqb7KqpfLHP5gvCiX0qDuP/yOQzPhfmDL636VTSM16HlDcM2SD7/EfWn5LNffoPrJk6AsH7b39p3Lr7Jl2uAXYMHZgBIDkxdAEgOFB8AJEdO8fntRscaWF8/YJb7H1+MD/CwxgcAyYGpCwDJgeIDgORA8QFAcuQUX4w/t5TxfuiqnBccEkW/g63trJByfJm5HRywQh6igXTOSRZGfFQ5QHKKT7doLSZfezVtWEjcpccSbpHqEuocYLJpZ+wDUczjwta01txGSTlano6TQ2Xv42/4In306cJj7XZC2A+1pm7Rn5ufEVqvv+6tr7PBbJC5nyz8fjXmyqdLyM023N5On1b08Bt6QVbPvraeyIHcJJ9P9/IUPS5b78RyvZdvJteV1i8vg6wNmhY2YIft8+Q8MBfy2vLPjHmVe3DmrtHyo2mQv5Ga/FH9W5O/lfEnVHmwDvGeqgtZoSvoz1lCcvs9g/2ZHpsu53Xvp1L00Kvo3k6/f7TIRK53WVdIRPee5nB7PPt6rV4swf6NoEk+TS96CM7SJY/uQdV9rL4ftBwtw+fx+1YzeeTvMGjvrtun9Rc9IGv9uewSWfO6HEmU/IL2T9n+29r8KldT/zbU33R/lbrx5+X2dagH67Jx7vcwV5VTiVQgRoHkdUFuspcVDge5tXnCAa0PVBFNr1QcjsqBJwMg3Cgfhtz1JWXG0iRfbbrK59ss573zgjDPmuIRsvRdt0/LD5SARx/+ojL8luKLlV/QNq+1oSl/KJecWOvfiPpr75+jTvEpOq59udYFv9S7M0Tgfk5gOARqTd0yf25bIWZzT1+HuSG9Cp1YBzn29m0r/77zR6Lj2pa7cG63Co5cW+X03PTePlwEDoWon7N8Z7H4wy3M6LqMrrv4dRr1+Lvvr4F+HC6lUYOr1fEm/FbPzL59Usbts7TLPZk7bZ8ohps3uR++MxU5Vh97vyStDbaVf9/5PVXjT8dytuanfXZuTF/qLPLdNb7pYCDyf+WaTcfmqSeVwGHhZn4WNSO+3rH5oJP1MN3O3iX4eM6clPOZyVJiSqhp5vNpul3rcmmhfzgfYi2FKPmkoszUUdlcHk3P6lYTzOXV88V+Uf9z+2ifR9fBfF5rqrnzipp5Ydk2aHs2YFP5NYQyVOVv6l/fD1X52xh/2j+6ZujzFdM9XlYn0gYs5P70Je9qja8/nGR9B4cDe3UBIDmiTF0AgC6B4gOA5EDxAUByoPgAIDlQfACQHCg+AEgOFB8AJEdO8XnvF2uhxHvFMVL0zrIXpG7fr/vewQKQKjnF1xV/fFX1+/btlctVv+LPDmB/1Jq66hdN9zMeiz++qPqVD1euhmLZDfI1ssP8+LMDaAm7cS0gty+1704G2PRgf6Puqwz3SSp1boF27a9Oqavft69K/lh/dFXE5lc5iv2m1OaXY92D2ml/dgA/gAzNPOEDeYz++JSmB7dS/lj5qtggf9jPGU35Nd3fEzmRhD87gB1Qa+om549vW/mOPX8kP+rPDmAHRP2c5Rj98VXV38Sx+6M7dn92AD+Cm/lZ1Az6miPkg7WkgnRrLknw8dBc2pc/Pk9V/bHy18kXw6bt0xA2sSp/Gv7sAHYP/vgAIDmiTF0AgC6B4gOA5EDxAUByoPgAIDlQfACQHCg+AEgOFB8AJEeJ4puZ0eDEnJxoGJhR7r/tBwA4ftYU33QwNuZ+YfR3zZ+Lv+bi+Xa/jjsBAFqmcefGcjowD+dz83gQXgQAALanfo1vOTW3zzfmD0oPADpE9YxPlN7o9t1czx8Pw2UUAEBLlCq+5XRkbt+vzV+xb9XzEABAlyiYukszHQ3Mg/lj5k7p6RofHzcAoEvkZ3xi3g7OfptXF/UMXz75uAEAnQF/fACQHOzcAIDkQPEBQHKg+AAgOVB8AJAcKD4ASA4UHwAkB4oPAJKjRvHNzEh98rFtAwA6RoXiW1q/fBcvE9N3ZwAAukKp4puNbs37/dzcnbkTAAAdYk3xqVOCsblnby4AdJa1vbqz0Ym5enIRR3+yMPM7HFQBQDeod1Kg3loezq2LKgCArsDPWQAgOSoVn5q8J+qb7+nKDPgvJgGgQ+CPDwCSA1MXAJIDxQcAyYHiA4DkQPEBQHKg+AAgOVB8AJAcKD4ASI51xafb1NQPXxZGBo98ANAlymd8wxejv2tehUfDTl0A6BKYugCQHOWK7+nqy9QdiKnLVl0A6BDNe3VxTQUAHaPZ1D09N723DxcBADh+1hTfdDAwg+nXd9zZdGyeeucuBgBw/Kwpvrv5X3PzPs7W+MbvN2aBmQsAHQJ/fACQHPycBQCSA8UHAMmB4gOA5EDxAUByoPgAIDlQfACQHCg+AEiONcU3HXg/fF+B/1AcALpEyYxvaF4yX3yfZjHpu/MAAN2gcefGdDAy53OckQJAd6hf41tOzXPvGqUHAJ2iVvEt/z2b3jVqDwC6RY3iW5p/zz2D3gOArlGt+Jb/MHMBoJNUKj7MXADoKvjjA4DkqP+qCwDQQVB8AJAcKD4ASA4UHwAkB4oPAJIDxQcAyYHiA4DkKFV8s9HgyxffaGbwxgcAXWJd8c1G5urtxiwWK3988z/GLGYuDQCgA6wpvuXHmxne35nTU3dC/v43nroIAMDxs6b4Ts975kkU3dLat0szm47N0+u7YdIHAF1h3dS9fDSLm2dzdqZrfGdm/H5jhnifB4AOUfpx4/Runv2fG/PHczlzgXsqAOgMpYrv6yuumLqjsbm4v3NxAIDjZ13xzabm1v+UZfBgzJ+5uWO6BwAdAn98AJAcpaYuAECXQfEBQHKg+AAgOVB8AJAcKD4ASA4UHwAkB4oPAJIjr/hmxpycBGEQ7uLIMxsZMzhEpy1BGw5SPrAs5d74+zQtDLKRjDufNtrhPRxpHTKOW0XaMnCy+9Cmg49p0Dc+tD3O9dnOypbjog6w/baDen+SvOK7NEZ/zvwyNGaykOO59UpVyuWjMfNv7mTTm7czby+uDYuJix8gO23/EdGXe6T36i4YZNo35n51/lPG4MWzPGg76Cyt5+JFZHDxVpHnx8rvQtsbn16Cslsf59LXV29Srj7/Un6ZP87HXdT7w2xu6konNL1ppoU3xkAHs+Lehr9fpXNduoaNBraUEc4Iyt5ItdTkt28ySfPpM5HLvr0lnolYk9/PYmybXXoxb0z7K/svBimrbsbk3+Z672YSNmlfiH/rF0Tfmjt52T56TSEK8deNO24R7YN3Ua53Z+7EEaH9EyrSf/JiaHMr/fJD9Lb0Td4fpzvuErplrcjL8PNzsnCRChaTz8++hCL+vM++eJH3Rt9FHBOJy+lvMRHZcqJJZCjnilTJV5tfjvvSI9p2za+98yLH2h9DJ3BT/Tafts9dpHmLctS1P6b/mlgEAoayZ2iZ0ra+tkWvleDzxPbv0M4HqtvRRNX9ySF196XtOXm2xNbr26Pll7RtK7RM1zc2BGOhdXYhvxtvfjy8SH+V3eeo+3fAtP5x41TePj15C525GcGtvC1e/rrEbZGpx/PTV9k2yFv7Sc5FzTxi8ovto6bXqXrjEpPlUo7PLlZJsfXrG1PzKZfXq7+xbN1/IuPD7Zd8YzFbylAzc/7o3uzaXv27Qf+quaOPRNtmXIbIMpJ23Ncst3yHxbsxr9Ie3zY9bnWtSoSdf6k98yn3bvzg0lpm+U/GyobjqxG5oQuZZZ9J39jxI/3VRX+cUYpPTbhNzNFHGaz2pi+M+SudeCUDuBVkUPXkJmSDKghRD+C+80eyTf+NZMBe+DUyCZo/mh9qXxM63pxjoNbr1bXprF3Sv315uX13rToK7dOKl8+2qJl7vYMboy9f30f6clR+8v7/BK3P+HTROFOSctONzJz6vVU05EPe6Iod5PJmcdFGrqWsbd7Q+87vqWp/bP+VIoW8ieL6JcrPRqWcB3k4NiG2fbta49P1TZ0g2dmo/C196Urcztjk2p2wRfl6/8L+03XUp+L9a0N+udfPUm6pQtqy/PBZ1PVQfZF2DmfyrnBrP2XBrxP5tZ1i8GsAun6la0JZWskah65bZesg31gD0XWrsHy7VuXSmuRTqvJneSXu+8Kut7l1Dt8HVfn9ddm1rgwN4XpIXftj+q+OUAaVy6/R+DXbsv4prgHW9a9nJ2t8UklufcyFKvma1qHrCNtYlGPb8nWdNCu7pO/akF/7r9gvnq3KD8amrq9Wjb3S+3dE4I8P9oLO5NSC/46ZqbOqZzHhd2WiUn4z29y/Q6B1UxcgltffK5Os+APmWtTEe233Jxw5KL8RXeY4k3t3zDDjA4DkYMYHAMmB4gOA5EDxAUByoPgAIDlQfACQHDnFp7/Nsb/4LoaBu+AI8N5HNvqJxJHQ5bbF4MfnJtsnm/AeedpiuZyZ2XRkBoMTM0j1Rh0BOcWne/TUz5b3k2aD7md06bHoDyhbHJsboXsxJ5sK3DK7av8htG2f+PHZJupsYeiO2+D09NJc3j2a+X2bpULb1Jq66pdNN0zO56u4f+Nu5W9Orqnz99boL24DcjNYKcPWU1e/HPh2+Zd1VobkacTl38jf3nfaJi+jrA2aP2uAIMcx/vTqqPUH2FS+NCZM39gfoOCvsUHStLzc5OnD5SvJ2yhfIb1q9rirvchwIOgPmEPCvZ66T7OITQ/28Om+wOKevTp/c1H+3iSz1m/3OerFEkIfc01o/bpPUfepFvcbNtavexU3aE8Zte13smVo/XIuJ1MNml/7P+sPl9/XF+tPrwq/BzMrXu+FlO+JKT+8Vzo+1vaUapkV93ftei1frvV95sdn1fhrks/2VXCB3dcatM+z7V5kLbi/zWZc2Clya/OEm491kBTR9NzAlONoRSHjoGwT+toAKylzE7R+VXjqbKD4EMTUn5P/G7LUtj94CD368MU+I1p28drsnkS2rwm97z5f7sURU75cU8xfpviq+rRszIXUjr8m+crq1TwNdX4LFN9BU2vqql+4VlHfZD/k763XM6av/3eAi1si67+7N2bsTLTpeLf7Hlulpf6t9AcYUf5W/gAdOdN0E35wfMFxE/Vzlu8s1lf5m2vLn10TF3+MmasCK8geVb88JTfP0m65Tr1cfOehKW2/PJg3ooxz61Vy/J+c+yVpsfwWRbT05UvjbgOHlNv2r97rbN1LZSr4A6wtX2Rqwx/gbVC+tlPX5GK/5NbKJ32k3q3DNdHZgzGv7jiENb6O42Z+Fr9+UhbUVAjTrbkhwcdDE6LJ355dVwnSQ59lMf7i6vBlq5UR1hPKV1d/hmvbBlVnNLVf16F8/daUdOebyNrWUH5U+ypQU1rXxML8m5QfjhE9/x1/gGH/aPnaXiV2/NW2Xw5CU1zLsTLJuZDvrvG9SEZ9rHJhzb6GfYN3lirkVT/4OF5/YwBQTZSpmxLZTymuVv7i+A0qQPdgxgcAycGMDwCSA8UHAMmB4gOA5EDxAUByoPgAIDlyii/nzSQMA3eBMvs6/xM7MFIl56FEQuzOhbZp218dwCGQU3xR/vguV+fb9ovWJvv0B6hsXf/SmLHuM/b3QMLjd/bNtUDb/uoADoFaU1f3SOp+Te+PLwq3tzKbFQb+0PzswafPdHeEO5cpipr8fkZqfcS59GJePd/kD6+KxvIdlf70tqxfsTO9M2NepYwzX4bUEVJVv5ff1xf6vlOi2lfo/33NNAF2iv6AOSS3X7ewfzFEryvbgljrD02OdY+p7tv09eg+UN1b6fdrNvlTs/lELr9/VPMW5ah0CxVBU/lrbqFUPjkXntqmfosUVuUqqal+lT+391WOQ/mb2qdlhXtz7b7XClkAjpXSGZ83dTc2cWS28PwUzFQ0yOzlSc5lEwexm+9kFnl6LsdSwaUcn12skqLyC8P7VT7l8nr1t00qy1f5eiv5M+RYPYL8k7Sd01L9le2TTn5TbzRB+Zd/CksdAB2g1tTd2B+fPDBb+UPbNj8AQAS1is+zyWJ9rT+0CLbN76nyB7gVophj/ents/63j9Vf9Yc3uFodR7GBvzqAo8aZvBa/7lYW/LJRmT+1MF2x60I+rf+Z+UPL8kpcM+ixri/5ev3aVFX+UL46f2xN/vCqiC2/yZ/ed+tXdA3Pl50F7a+A2vqlrszfnKa5NoX9rKGyfWF+d12ZvzqAYwbvLACQHFGmLgBAl0DxAUByoPgAIDlQfACQHCg+AEgOFB8AJAeKDwCSA8UHAMmB4gOA5EDxAUBiGPN/iVHDqbpa28UAAAAASUVORK5CYII=)

**3. Write a Menu Driven Program to add and Delete Stationary items. Use a Dictionary for Adding Items and Brands.**

* + 1. **1.Add an item to the stationaries**
    2. **2.Remove an item from stationaries**
    3. **3.Display stationery**
    4. **4.exit**

|  |
| --- |
| Dictionaries are used to store data values in key:value pairs.  A dictionary is a collection which is ordered, changeable and do not allow duplicates. |

**Code:**

stationaries={}

while True:

print("Choose the Option from the Menu")

print("--------------------------------------------")

print("1.Add an item to the stationaries ")

print("2.Remove an item from stationaries ")

print("3.Display stationary ")

print("4.exit")

#key - brand

#value - item

ch=int(input("Enter your Choice: "))

if ch == 1:

brand = input("Enter the brand [key] to be inserted: ")

item = input("Enter the item to be inserted: ")

stationaries[brand] = item

print("Added successfully.")

elif ch == 2:

brand = input("Enter the brand [key] to be deleted: ")

if brand in stationaries:

del stationaries[brand]

print("Deleted successfully.")

else:

print("Invalid key.")

elif ch == 3:

print("Current Stationaries:", stationaries)

elif ch == 4:

print("Exiting!")

break

else:

print("Invalid choice! Please choose an option between 1 to 4.")

**Output:**

|  |
| --- |
| **Choose the Option from the Menu**  **--------------------------------------------**  **1.Add an item to the stationaries**  **2.Remove an item from stationaries**  **3.Display stationery**  **4.exit**  **Enter your Choice: 1**  **Enter the brand [key] to be inserted : doms**  **Enter the item to be inserted : pen**  **Added successfully**  **Enter your choice: 1**  **Enter the brand [key] to be inserted : Apsara**  **Enter the item to be inserted : pencil**  **Added successfully**  **Enter your choice: 3**  **{'doms': 'pen', 'Apsara': 'pencil'}**  **Enter your choice: 2**  **Enter the brand [key] to be deleted: doms**  **Deleted successfully**  **Enter your choice: 3**  **{'Apsara': 'pencil'}**  **Enter your choice: 2**  **Enter the brand [key] to be deleted: doms**  **invalid key**  **Enter your choice: 4**  **Exiting!!!!!** |

**4. Write a Python Program to Find the smallest element greater than K using list comprehension.**

|  |
| --- |
| A Python list comprehension consists of brackets containing the expression, which is executed for each element along with the for loop to iterate over each element in the Python list.  Syntax:  *newList* ***=******[*** *expression(element)* ***for*** *element* ***in*** *oldList* ***if*** *condition* ***]*** |

lst = []

#adding item into list

n = int(input("Enter number of elements : "))

print ("The", n ,"element in ascending order")

for i in range(0, n):

ele = int(input())

# adding the element

lst.append(ele)

print("Given list : ",lst)

#finding the smallest of value after k

k = int(input("enter the K value : "))

# using min

res = min(i for i in lst if i > k)

# Result

print("The smallest element greater than k is : \n" ,res)

**OUTPUT:**
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**5. Write a Python program,**

* 1. **To remove empty tuples from the list.**

|  |
| --- |
| **Tuples- It is a collection of objects separated by commas. In some ways, a tuple is similar to a Python list in terms of indexing, nested objects, and repetition but the main difference between both is that the Python tuple is immutable(cannot change), unlike the Python list which is mutable(can change)** |

**Code**

def Remove(tuples):

for i in tuples:

if(len(i) == 0):

tuples.remove(i)

return tuples

# Driver Code

tuples = [(), ('alex', '15', '8'), (), ('jhon', 'roy'),('tom', 'joy', '45'), ('', ''), ()]

print(Remove(tuples))

**OUTPUT:**

|  |
| --- |
| **[('alex', '15', '8'), ('jhon', 'roy'), ('tom', 'joy', '45'), ('', '')]** |

* 1. **Find the largest and smallest element from the given list.**

lst = []

num = int(input('How many numbers: '))

for n in range(num):

numbers = int(input('Enter number '))

lst.append(numbers)

print("Maximum element in the list is :", max(lst), "\nMinimum element in the list is :", min(lst))

**OUTPUT:**

|  |
| --- |
| **How many numbers: 4**  **Enter number 10**  **Enter number 45**  **Enter number 7**  **Enter number 58**  **Maximum element in the list is: 58**  **Minimum element in the list is: 7** |

6. **Write a User Input Program to Check if a given number is a Prime Number or not.**

|  |
| --- |
| Any whole number which is greater than 1 and has only one factor that is 1 and the number itself, is called a prime number. A number is said to be prime if it is only divisible by 1 and itself. For example, 13 is a prime number because it is only divisible by 1 and 13, on the other hand 12 is not a prime number because it is divisible by 2, 4, 6 and number itself. |

**Code:**

#Taking input from user

num = int(input("Enter a number"))

if num ==1:

print("it is not prime")

#prime numbers is always greater than1

if num>1:

for i in range(2,num):

if num%i==0:

print("The number ",num,"is not a prime")

break

else:

print("The number ",num,"is a prime")

**Output1:**

|  |
| --- |
| Enter a number12  The number 12 is not a prime |

**Output2:**

|  |
| --- |
| Enter a number 5  The number 5 is a prime |

**7. Write a python program to,**

**a. To find sum of digit of a given number**

**b. To Find the Sum of n Natural numbers.**

**CODE**:

1. **To find sum of digit of a given number**

num = input("Enter Number: ")

sum = 0

for i in num:

sum = sum + int(i)

print(sum)

**OUTPUT**:

|  |
| --- |
|  |

**b. Find the Sum of n Natural numbers**

**Natural numbers are all positive integers from 1 to infinity.**

**CODE**:

n=int(input("Enter a number: "))

sum1 = 0

while(n > 0):

sum1=sum1+n

n=n-1

print("The sum of first n natural numbers is",sum1)

**OUTPUT**:

|  |
| --- |
|  |

**8. Write a Python program to add two matrices.**

|  |
| --- |
| Matrix, a set of numbers arranged in rows and columns so as to form a rectangular array |

**Code:**

X = [[1,2,3],

[4,5,6],

[7,8,9]]

Y = [[10,11,12],

[13,14,15],

[16,17,18]]

result = [[0,0,0],

[0,0,0],

[0,0,0]]

# iterate through rows

for i in range(len(X)):

# iterate through columns

for j in range(len(X[0])):

result[i][j] = X[i][j] + Y[i][j]

for r in result:

print(r)

**OUTPUT:**

|  |
| --- |
|  |

**9. Write a multithreaded program to create 2 threads where one thread calculates the factorial and second thread calculates square of a number.**

A program or process's smallest unit is called a thread, and it can run on its own or as part of a schedule set by the Operating System. Multitasking in a computer system is achieved by dividing a process into threads by an operating system. A string is a lightweight cycle that guarantees the execution of the interaction independently on the framework. When multiple processors are running on a program in Python 3, each processor runs simultaneously to carry out its own tasks.

**CODE:**

import threading

# Function to calculate factorial

def calculate\_factorial(num):

    factorial = 1

    for i in range(1, num + 1):

        factorial \*= i

    print(f"Factorial of {num} is {factorial}")

# Function to calculate square

def calculate\_square(num):

    square = num \* num

    print(f"Square of {num} is {square}")

# Main function to create threads

if \_\_name\_\_ == "\_\_main\_\_":

    number = int(input("Enter a number ") )

    # Creating two threads

    thread1 = threading.Thread(target=calculate\_factorial, args=(number,))

    thread2 = threading.Thread(target=calculate\_square, args=(number,))

    # Starting the threads

    thread1.start()

    thread2.start()

    # Waiting for both threads to finish

    thread1.join()

    thread2.join()

    print("Both threads have finished execution.")

**OUTPUT:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAecAAAB6CAYAAACFgpt9AAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABE4SURBVHhe7d0xb9paG8Dxh/dTgJQMSF27MAWkLpHuBygoVwpMVcduUbaQDJRsUbaMUSeI1Aj6ASplqQSZWLpW8pBI5ENcifcc+xz72AViCElP2//vyrrYju1j4/jx89jNKfz333+zQqEgAADAD4WZYj4DAAAP/M/8HwAAeILgDACAZwjOAAB4huAMAIBnCM4AAHiG4AwAgGcIzgAAeIbgDACAZwjOAAB4huC8YQ9XDSl8HJsxAABWtzA4jz8WRP/N7WQ4lbwhhwAFAMD6lmbO9f5U9J/ejoYjqZrpAADg+axV1tZZ9elVXxo2q/63Lw96xn00rdQcipzU4qy7cRXODYVZtV3Ozcb1smo9Y2e+u9wy6XXmX27hfph57nqS8bGcqnb3zTZPb/W4Xj7Zl/orkf6/tj0N6d+bGZo5Rratp7dmuhK2J16fHvJXK6J2qWWoWADAb29pcB42S3EQyQaKdnMgjTudUU+lJy251EFmqykDlWVP+3WRzijOugf7xWih21Mp/TiMp8/UCmtuMLluyZlcRPPueiLNy1zBqbg/SNY5G0kl53La3P14VFtaaj/0frarZ1K+G0lXJhKYIDxs1iQ4iNoz7Yu0PtnWqAC6Hcih01apZo5r9UZ2zfxRpy1nOW80AAB/jrXL2vX+hTS39KeilF+LTILHg8j4azuVUReqavx7EGerokLcoQ3kYaDPWUpXQT+5iaip0JkEysessx9qKem9My3rHJrlHerG5Ggn+lh805C63cfbG9W2ttSWtLXefx/vc/XYubF5VFWO9Pd0zMMHAPjdrVXWforu2AZ7M3xuqrD4FCobVUE+Wa/OYj3mVBSiYfBzcAcA/NWeJTgXy5VMRhwpv9Jl4FWeo+ZwH6jcsy5lE+Aers5UNroZwx9B9EFl5rWT6OOqxp9aIm93oxuQrbLUT2qp58ybwzNnAPhTrP3Meamd9+Hz25JZ1r5YpZ8N6+eoSVk3/8tbC2015bAzlNZ2tL7Sj4b09sy8J6i+64WBNGzneVlG+jl6Xk7pviajpDStS/XjrrpBSfbffQkNAACtMNO1VQAA4I0Xf+YMAACWIzgDAOAZgjMAAJ4hOAMA4BmCMwAAniE4AwDgGYIzAACeITgDAOAZgjMAAJ4hOAMA4BmCMwAAniE4AwDgmUeD88NVI+w96Xm6OQQAAFnLg/PtqZS+VKS7gS4YAQBAPkuC81hOqxPpnb+XspkCAACe38LgPP5Yk0n/QppbZgIAAHgR84Pz7anUZCSD/aKZAAAAXkphppjPxoP0/y1J69qMuvZ6Mv3cFEI2AADPZ05wzoqCdXAwk6MdMwkAADybR/8pFQAAeFk5MmcAAPCSyJwBAPAMwRkAAM8QnAEA8AzBGQAAzxCcAQDwDMEZAADPEJwBAPAMwRkAAM8QnAEA8AzBGQAAz/w5wfm+L41CQRpXD2ZCDrenUlDLhMPHsZm4IaY90fob0r8305+N7qBEbevfvvoEAPidLQzO4482sNjhVDYSvnRA9CWA7ByJ/tPi037dTNgUFSgPWlIZz8L1z2YDaW6ZWTk8XDXCY356ayb8Ku7Ny4LvPzpPXuLmAwD+Hksz53p/aoKLHo6kaqZ7aaspA9XOwb4PvU0HElzXpbxCQI6pgFj6UpHunhnPrSjNz+p72lh/22M5VV/4yHz/o05bapnqgr6JqElX/QcA2KT1ytqpkq0asplwKuOyGaC62OvxalvkuiUlO9+54KezdTdT0yVblZ3dOtt1tukul802bRZqh5XK3kvMb6vZx0JN2jKU1raZn7tkrgPiRHrn76VspuSytDxvyt12fu4KSFWOnBuy6j8qBH8Pku9ZnQMfmhUZHe+aCQCATVkanIfNUnJRdwOwyVJtVj163ZJLGxR1oNAB5i6Zf7SjZ+iLvRofq4v8Xk+mZt7sOLr862BXk1G8zLQ/kVoq6Ktgdy5yEc6fSk+SbVaPzbQ52WZxfxCvczYbSaV5mTM4Lba4rWYf1Xa6Uk+OgdnHx4w/1mTSv1ipBB5aVp6/vZTW66St61ZAxl/bUn+7a7JyW7b3vJoCAL+p/GXtVLnUZojRUDsRmQRRGA0v4isHmAcJvqtg9i651BffNKR+HUhgxrXugW1DVMKNgv4jUlm8zmgnEjzp+Wi+tq5MtVMH/I2X5bfKUj+pqX1f/52BsHz9vScXpm0PVx9k8Haa7/gDAFa2VllbZ3jtTpKNjTpmhnd0mbgt3fjFLJ3R+khloudtkTCI6puIkrSuRdpV9Tn7yGBVcZVjV27Cda/28pYOzKUvDZnGN2djuWwOnaqKU8Lf9BvvAPCXWiM468xRZdWvzFPR+76cqczZ0s8mh8tKxzqT+ynLLEr5tbrAf0qWGn9qybCz+7Sy6X2g8uTkxayHqzMVSJ7qOdpqXuYyNzu2RB/eVGzsBa+o5D7qDHNXDnT5Ph2YNVu6t4NTws9ZvgcALLdGcFaB5EAHYJM5bQfScJ917hxFz2DDrCoaUi9pqUzuUL/5a+ebbKt6rALSd5s5FsIy6jTXxd6+8ORkm3ab4baSF7NKPxqp59L2ZbGSygTjrDVH9rd+W5/Hsv3IvhCnS+e5ytH2pst9eU8Nv/yfdwHAX6Cgsp+Z+QwAADyw1jNnAADwfAjOAAB4huAMAIBnCM4AAHiG4AwAgGcIzgAAeIbgDACAZwjOAAB4huAMAIBnCM4AAHiG4AwAgGcIzlqqz+f1+z3OzWyPTiQAAPMsDs73fWnEAUsNT+1X2Fu6z+dJ1OVh2AXi0QpdP6plPTk2ce9Tc9ti2hkOq/XnDAB4eQuCs7qYbw+kEQcsNWysX2HPhH0+V+I+n/PTXVXWRDpdM76CnaPwmObqujGHsN/lH4cydbvutMKbLNVO3Td0+F0OpLnyvgIAXtL84BwGrOV0QIizajU0rqJ8TU+3n7X0uJvB6cEpIesgorK+sdP/sLuebCafuyScWS5ep52+3ZKhJP1Lp7a5xMPVB2m9HsnRP2ZCLrbvaT3MyWAzbc3Tt7RWPVZBd0F/0g/fBiL96cZuBAAAz29+cN5qykVfpLWtg8TPz2B1wNWd9tusetQxMx5VlSOzjB6m/YmcucHwuiVnchHNv+uJNC/NtnUmH8hhvOxIrSrHs2Ed7FIVgJFUmqUosKt9HJjt1KUrI7PuwX6O+oBa74dmRUYLAuJiRWl+jtoxL98ef2pJJc5w1bDy+rMe5ObLUCpy4wT9F3imDgB4koXPnIv7gyhAqCt5mFXGzzLHcnNSl967dQKHmzkWpNQcyvBHYOZpXTm0wTEMnub57+2Nym2T7LZQqKmxiQSPPTu9D2TYOXTKuFXZVTcSkyBfdjyf2ocDHfBXeTadT/lVXdpVtX85M+a82l9ELkzA1zdEtQ2vHwCwWYtfCLPC56NT6UlLLp/4dnFYClZrmsaBYs4z0kU6SaYeDb/o2entpbSuh6aqoIZqO8z4S+rzU9++jm+I/rmJ1r2hF826B8n7AsVyReR7sJH1AgCex+PBORRIcG0+SlnKe0MZfIsu7/ot4dpJ+DEWZ8O3p6l5wY+hyOuyCRRjuVSZcy5bZamf1FYPfuFyZ8mz3fu+nKmsv/HmCa+2mZe54mHcFdmLbjg29lw33MZIutfquJtJ6ynK7luVjX9NMuXx17bU3+7+mS/3AcAfYn5wTv27Xz1Eb/tGwacozXP9PLgUzit9aUjPeeZcfdcLA2m43HlZRk52nJpXOJNyP+ebzrrErYJgWPK1bcqTVYbLVZIsd1s/0/2VbyvbF+J0Wd5m3/bFsHTJPzrm+Urn9p9R6ccENou3pfHi/oX0vttjHr0rkOu5OgDglymo7G9mPq9NvyB29mrKRR8AgA3IWdYGAAAvheAMAIBnNlLWBgAAm0PmDACAZwjOAAB4huAMAIBnCM4AAHiG4AwAgGcIzgAAeIbgDACAZ140OId/A3rj3RXqv1dt/z71r7GZ/fr1+zFf+m9+N9z+t83fYF+5QxLdz3Z2XY/Y2LkTbvsP7dN63e8DgHcWBGfbQcOCi/Ij/tQg/DcKu/l8nXTXyd9P/5X4HQD+Fksy57r07ky3iHe6F6rLPzPbwFK6m8/6q7IZyzDdZ67cVabuLYxAv3nrfh8AvJO/rL1XluQSnene0HbfaMqVYdeFcdeQ2aw7cJbNV17UvV6lu1mcs+y3pJtLd3t62dNbtxKQXi5atxncbijNvsydp9huGvUQ7q8jtc5VM50F++FuLzUvbGdmG7q86bR34T4uYZfR/XEPTfegybFzv//s/uljfSp9p73Z78NO/7n8mu02M3t+LD530scns5z7XW631FmUV7qClOyHme5Uh8L9ynvMM+eWXW+24uSOR+tb9Duw7PtQFmxP0+s9vXLm5zw/ADwzdac9x2jWVbP07Gioz1QWbUxnvT2Z1ftTM65+uqN+pjMyY+on+vXUuBVOV+vrjqNxvZy7nuV0m9x2WKatez3VMuWuN6tLV02NhG3LjNtt6va428+Ou/Rytt3hftjt2XG7v3r7zrz8lu9Hmv7Z+fukrbuP82TXnTbvO8mzH9E5ZI9nbNyde95o4TFedO5kl3PHw+07bVx6XF26jdnz3h2P9jNsj95e5nxYeMzD7c/ZdyXcR2c/suPzj7drzvzs/rvt1mPqOCa/3wu+FwAvLmdZuyGDbXtHHkhw3ZVDpyRZ/Uf9un8P8t1xd0Zx2a38qi7DH0E08iSqredNCVu0VZaKTCRwsod6/71UzefqsS2nPsjNl6GTFUYZcNKedNakM8hJoPcwWq57YLaXpbd/3ZLSWs8Gl+yHedknGnQGlcyrvuuJfLkxx38sNyf2+3lsH5/L8u9jIfWz9bDiks2YjQXnzvhrO1WpKVTVuDkfH74NZNg5lOZW+KP53d/I4NrNUkvSUuPJflTl6K4nk6rensjosz0flh/zqD3Jfjy7+yCz/1XZ7dhzOVLvX5j5RSm/Ts8D8GvkK2tv7Upjz70w/SmcGxA7HEdhfPxRBUB1EbXTVYaRk7poh8tciBxEF+envz2rbhRUwFEZjWnPSNTtUEJ/PzKQG/393N6odu/GNyPL9tE75ln0bLYrN2Fgy3+DkxwbM8TB8gn2eqLy3dR6fwqqeyov/enm4zc65gC8lC84h1lEXcrh3XVZynttOYufWz1I/7wt9be78cWwWK7kz6Rz09vd5A2CzhJUZnQw7xnbgwTf1SXWvgh135czlTlHouyi/dXkdiqjzT5zjhSl+Xkm0766dD81E1HZz0Rd8KPjr1p3daYyZ5fa1kFFBt8eVBY5kd47GwiW7aPPohucUSff962z6HZ1frYdnosnN2aeusnJ+8zZVEA+OM9n0/S6BtI4H8hgXHGO8fJjXnzTkPrJ2eKbDvt7o865Dz+dV2v8DoTVCGd74blcl8abvLcupoLEs2jgRS0Jzk5JT1+E7gZx6av5eSSVuGxXCv+pTerN25330hNd2o2Wd19AWZ8OQF11ETZtWlT6XEH1eJpqpx6iLDfaVlya3A6koYKsVT1Wmasto56XZTp28thU+bkgpS8NuXjqW8kqozxUgcp+H6UfDentmXnWzm74ndQkXcJdvI9PYUv+7gtKebJc++KSLhGrGxzzXdr2ZF96q0m+8m9xf6ACeVtqzrLxObdz5Mw7k/JdpuqwUFS2Fqc8nZxzev9rMrHlYL2N1/oYR/OXHnNdHdDBPC6XJ20t7h9KN3wkoqarc+7QPa9Ci34Hlnwf2e2pm5PK2P4uA/BVYaZrbgAAwBv5/ykVAAB4EQRnAAA8Q3AGAMAzBGcAADxDcAYAwDMEZwAAPENwBgDAMwRnAAA8Q3AGAMAzBGcAADxDcAYAwDMEZwAAPENwBgDAMwRnAAA8Q3AGAMAzBGcAADxDcAYAwDMEZwAAPENwBgDAKyL/BxROzQ7VzYX+AAAAAElFTkSuQmCC)**

**10. Write a Python program that opens a file and handles a FileNotFoundError exception if the file does not exist.**

**Exception Handling:**

The try block lets you test a block of code for errors.

The except block lets you handle the error.

The else block lets you execute code when there is no error.

The finally block lets you execute code, regardless of the result of the try- and except blocks.

**CODE:**

def open\_file(filename):

    try:

        # Attempt to open the specified file in read mode ('r').

        file = open(filename, 'r')

        # Read the contents of the file and store them in the 'contents' variable.

        contents = file.read()

        # Print a message to indicate that the file contents will be displayed.

        print("File contents:")

        # Print the contents of the file.

        print(contents)

        # Close the file to release system resources.

        file.close()

    except FileNotFoundError:

        # Handle the exception if the specified file is not found.

        print("Error: File not found.")

# Prompt the user to input a filename and store it in the 'file\_name' variable.

filename = input("Input a file name: ")

# Call the open\_file function with the provided file name.

open\_file(filename)

**OUTPUT1:**
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